Question 1:

Implement Queue using two stacks

Code:

#include <stdio.h>

#include <stdlib.h>

// Structure to represent a node in the stack

struct Node {

int data;

struct Node\* next;

};

// Structure to represent a stack

struct Stack {

struct Node\* top;

};

// Function to create a new node

struct Node\* newNode(int data) {

struct Node\* node = (struct Node\*)malloc(sizeof(struct Node));

node->data = data;

node->next = NULL;

return node;

}

// Function to initialize a stack

struct Stack\* createStack() {

struct Stack\* stack = (struct Stack\*)malloc(sizeof(struct Stack));

stack->top = NULL;

return stack;

}

// Function to check if a stack is empty

int isEmpty(struct Stack\* stack) {

return stack->top == NULL;

}

// Function to push an element onto the stack

void push(struct Stack\* stack, int data) {

struct Node\* node = newNode(data);

node->next = stack->top;

stack->top = node;

}

// Function to pop an element from the stack

int pop(struct Stack\* stack) {

if (isEmpty(stack)) {

printf("Stack is empty!\n");

return -1;

}

int data = stack->top->data;

struct Node\* temp = stack->top;

stack->top = stack->top->next;

free(temp);

return data;

}

// Structure to represent a queue

struct Queue {

struct Stack\* stack\_enqueue;

struct Stack\* stack\_dequeue;

};

// Function to create a new queue

struct Queue\* createQueue() {

struct Queue\* queue = (struct Queue\*)malloc(sizeof(struct Queue));

queue->stack\_enqueue = createStack();

queue->stack\_dequeue = createStack();

return queue;

}

// Function to enqueue an element

void enqueue(struct Queue\* queue, int data) {

// Push the element onto the enqueue stack

push(queue->stack\_enqueue, data);

}

// Function to dequeue an element

int dequeue(struct Queue\* queue) {

if (isEmpty(queue->stack\_enqueue) && isEmpty(queue->stack\_dequeue)) {

printf("Queue is empty!\n");

return -1;

}

// If dequeue stack is empty, transfer elements from enqueue stack

if (isEmpty(queue->stack\_dequeue)) {

while (!isEmpty(queue->stack\_enqueue)) {

push(queue->stack\_dequeue, pop(queue->stack\_enqueue));

}

}

// Pop from the dequeue stack

return pop(queue->stack\_dequeue);

}

int main() {

struct Queue\* queue = createQueue();

enqueue(queue, 1);

enqueue(queue, 2);

enqueue(queue, 3);

printf("Dequeued: %d\n", dequeue(queue)); // Output: 1

printf("Dequeued: %d\n", dequeue(queue)); // Output: 2

enqueue(queue, 4);

printf("Dequeued: %d\n", dequeue(queue)); // Output: 3

printf("Dequeued: %d\n", dequeue(queue)); // Output: 4

printf("Dequeued: %d\n", dequeue(queue)); // Output: Queue is empty!

return 0;

}

Output
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Question 2:

Implement two stacks within single array optimally.

Code:

#include <stdio.h>

#include <stdlib.h>

#define MAX\_SIZE 10

// Structure to represent the two stacks

struct TwoStacks {

int\* arr;

int top1;

int top2;

};

// Function to create a new instance of the two stacks

struct TwoStacks\* createTwoStacks() {

struct TwoStacks\* twoStacks = (struct TwoStacks\*)malloc(sizeof(struct TwoStacks));

twoStacks->arr = (int\*)malloc(MAX\_SIZE \* sizeof(int));

twoStacks->top1 = -1; // Initial top of stack 1

twoStacks->top2 = MAX\_SIZE; // Initial top of stack 2

return twoStacks;

}

// Function to check if stack 1 is empty

int isEmptyStack1(struct TwoStacks\* twoStacks) {

return twoStacks->top1 == -1;

}

// Function to check if stack 2 is empty

int isEmptyStack2(struct TwoStacks\* twoStacks) {

return twoStacks->top2 == MAX\_SIZE;

}

// Function to check if stack 1 is full

int isFullStack1(struct TwoStacks\* twoStacks) {

return twoStacks->top1 + 1 == twoStacks->top2;

}

// Function to check if stack 2 is full

int isFullStack2(struct TwoStacks\* twoStacks) {

return twoStacks->top2 - 1 == twoStacks->top1;

}

// Function to push an element onto stack 1

void pushStack1(struct TwoStacks\* twoStacks, int data) {

if (isFullStack1(twoStacks)) {

printf("Stack 1 is full!\n");

return;

}

twoStacks->arr[++twoStacks->top1] = data;

}

// Function to push an element onto stack 2

void pushStack2(struct TwoStacks\* twoStacks, int data) {

if (isFullStack2(twoStacks)) {

printf("Stack 2 is full!\n");

return;

}

twoStacks->arr[--twoStacks->top2] = data;

}

// Function to pop an element from stack 1

int popStack1(struct TwoStacks\* twoStacks) {

if (isEmptyStack1(twoStacks)) {

printf("Stack 1 is empty!\n");

return -1;

}

return twoStacks->arr[twoStacks->top1--];

}

// Function to pop an element from stack 2

int popStack2(struct TwoStacks\* twoStacks) {

if (isEmptyStack2(twoStacks)) {

printf("Stack 2 is empty!\n");

return -1;

}

return twoStacks->arr[twoStacks->top2++];

}

int main() {

struct TwoStacks\* twoStacks = createTwoStacks();

pushStack1(twoStacks, 1);

pushStack1(twoStacks, 2);

pushStack1(twoStacks, 3);

pushStack2(twoStacks, 10);

pushStack2(twoStacks, 20);

pushStack2(twoStacks, 30);

printf("Popped from Stack 1: %d\n", popStack1(twoStacks)); // Output: 3

printf("Popped from Stack 2: %d\n", popStack2(twoStacks)); // Output: 30

free(twoStacks->arr);

free(twoStacks);

return 0;

}

Output

![](data:image/png;base64,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)

Question 3

|  |  |  |  |
| --- | --- | --- | --- |
| 1 | 2 | 3 | 4 |
| 5 | 6 | 7 | 8 |
| 9 | 10 | 11 | 12 |
| 13 | 14 | 15 | 16 |

Write a code to print the matrix in a manner that the output is

1 2 5 9 6 3 4 7 10 13 14 11 8 12 15 16

Code:

#include <stdio.h>

#define ROWS 4

#define COLS 4

// Function to print values from matrix in zigzag manner

void printZigZag(int matrix[ROWS][COLS]) {

// Variables to keep track of current diagonal and direction

int row = 0, col = 0;

int rowEnd = ROWS - 1, colEnd = COLS - 1;

int isUp = 1; // Direction flag: 1 for up, 0 for down

// Iterate through each diagonal

while (row <= rowEnd && col <= colEnd) {

// Print elements of the current diagonal

if (isUp) {

// Move diagonally up

for (; row >= 0 && col <= colEnd; row--, col++) {

printf("%d ", matrix[row][col]);

}

// Adjust row and col after reaching boundary

if (row < 0 && col <= colEnd) {

row = 0;

}

if (col > colEnd) {

col = colEnd;

row += 2;

}

} else {

// Move diagonally down

for (; col >= 0 && row <= rowEnd; col--, row++) {

printf("%d ", matrix[row][col]);

}

// Adjust row and col after reaching boundary

if (col < 0 && row <= rowEnd) {

col = 0;

}

if (row > rowEnd) {

row = rowEnd;

col += 2;

}

}

// Change direction for next diagonal

isUp = !isUp;

}

}

int main() {

int matrix[ROWS][COLS] = {

{1, 2, 3, 4},

{5, 6, 7, 8},

{9, 10, 11, 12},

{13, 14, 15, 16}

};

printf("Matrix in zigzag order:\n");

printZigZag(matrix);

return 0;

}

Output
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Question 4.

Implement Prims Algorithm

Code:

#include <stdio.h>

#include <stdbool.h>

#include <limits.h>

#define V 5 // Number of vertices in the graph

// Function to find the vertex with the minimum key value,

// from the set of vertices not yet included in the MST

int minKey(int key[], bool mstSet[]) {

int min = INT\_MAX, min\_index;

for (int v = 0; v < V; v++) {

if (mstSet[v] == false && key[v] < min) {

min = key[v];

min\_index = v;

}

}

return min\_index;

}

// Function to print the MST using Prim's algorithm

void printMST(int parent[], int graph[V][V]) {

printf("Edge \tWeight\n");

for (int i = 1; i < V; i++)

printf("%d - %d \t%d \n", parent[i], i, graph[i][parent[i]]);

}

// Function to implement Prim's algorithm for finding MST

void primMST(int graph[V][V]) {

int parent[V]; // Array to store constructed MST

int key[V]; // Key values used to pick minimum weight edge in cut

bool mstSet[V]; // To represent set of vertices included in MST

// Initialize all keys as INFINITE

for (int i = 0; i < V; i++) {

key[i] = INT\_MAX;

mstSet[i] = false;

}

// Always include first vertex in MST.

key[0] = 0; // Make key 0 so that this vertex is picked as first vertex

parent[0] = -1; // First node is always root of MST

// The MST will have V vertices

for (int count = 0; count < V - 1; count++) {

// Pick the minimum key vertex from the set of vertices not yet included in MST

int u = minKey(key, mstSet);

// Add the picked vertex to the MST set

mstSet[u] = true;

// Update key value and parent index of the adjacent vertices of the picked vertex.

// Consider only those vertices which are not yet included in MST

for (int v = 0; v < V; v++) {

// graph[u][v] is non zero only for adjacent vertices of m

// mstSet[v] is false for vertices not yet included in MST

// Update the key only if graph[u][v] is smaller than key[v]

if (graph[u][v] && mstSet[v] == false && graph[u][v] < key[v]) {

parent[v] = u;

key[v] = graph[u][v];

}

}

}

// Print the constructed MST

printMST(parent, graph);

}

int main() {

/\* Let us create the following graph

2 3

(0)--(1)--(2)

| / \ |

6| 8/ \5 |7

| / \ |

(3)-------(4)

9 \*/

int graph[V][V] = {

{0, 2, 0, 6, 0},

{2, 0, 3, 8, 5},

{0, 3, 0, 0, 7},

{6, 8, 0, 0, 9},

{0, 5, 7, 9, 0},

};

// Print the MST using Prim's algorithm

printf("MST using Prim's algorithm:\n");

primMST(graph);

return 0;

}

Output
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Question 5

Implement Kruskal’s Algorithm

Code:

#include <stdio.h>

#include <stdlib.h>

// Structure to represent an edge in the graph

struct Edge {

int src, dest, weight;

};

// Structure to represent a subset for union-find

struct Subset {

int parent;

int rank;

};

// A structure to represent a graph

struct Graph {

int V, E;

struct Edge\* edge;

};

// Function prototypes

struct Graph\* createGraph(int V, int E);

void Union(struct Subset subsets[], int x, int y);

int find(struct Subset subsets[], int i);

int myComp(const void\* a, const void\* b);

void KruskalMST(struct Graph\* graph);

int main() {

int V = 5; // Number of vertices

int E = 7; // Number of edges

struct Graph\* graph = createGraph(V, E);

// Add edge 0-1

graph->edge[0].src = 0;

graph->edge[0].dest = 1;

graph->edge[0].weight = 10;

// Add edge 0-2

graph->edge[1].src = 0;

graph->edge[1].dest = 2;

graph->edge[1].weight = 6;

// Add edge 0-3

graph->edge[2].src = 0;

graph->edge[2].dest = 3;

graph->edge[2].weight = 5;

// Add edge 1-3

graph->edge[3].src = 1;

graph->edge[3].dest = 3;

graph->edge[3].weight = 15;

// Add edge 2-3

graph->edge[4].src = 2;

graph->edge[4].dest = 3;

graph->edge[4].weight = 4;

// Add edge 1-4

graph->edge[5].src = 1;

graph->edge[5].dest = 4;

graph->edge[5].weight = 100;

// Add edge 3-4

graph->edge[6].src = 3;

graph->edge[6].dest = 4;

graph->edge[6].weight = 40;

KruskalMST(graph);

return 0;

}

// Creates a graph with V vertices and E edges

struct Graph\* createGraph(int V, int E) {

struct Graph\* graph = (struct Graph\*)malloc(sizeof(struct Graph));

graph->V = V;

graph->E = E;

graph->edge = (struct Edge\*)malloc(E \* sizeof(struct Edge));

return graph;

}

// A utility function to find the subset of an element i

int find(struct Subset subsets[], int i) {

if (subsets[i].parent != i)

subsets[i].parent = find(subsets, subsets[i].parent);

return subsets[i].parent;

}

// A function that does union of two sets of x and y (uses union by rank)

void Union(struct Subset subsets[], int x, int y) {

int xroot = find(subsets, x);

int yroot = find(subsets, y);

if (subsets[xroot].rank < subsets[yroot].rank)

subsets[xroot].parent = yroot;

else if (subsets[xroot].rank > subsets[yroot].rank)

subsets[yroot].parent = xroot;

else {

subsets[yroot].parent = xroot;

subsets[xroot].rank++;

}

}

// Compare two edges according to their weights

int myComp(const void\* a, const void\* b) {

struct Edge\* a1 = (struct Edge\*)a;

struct Edge\* b1 = (struct Edge\*)b;

return a1->weight > b1->weight;

}

// The main function to construct MST using Kruskal's algorithm

void KruskalMST(struct Graph\* graph) {

int V = graph->V;

struct Edge result[V];

int e = 0;

int i = 0;

qsort(graph->edge, graph->E, sizeof(graph->edge[0]), myComp);

struct Subset\* subsets = (struct Subset\*)malloc(V \* sizeof(struct Subset));

for (int v = 0; v < V; ++v) {

subsets[v].parent = v;

subsets[v].rank = 0;

}

while (e < V - 1 && i < graph->E) {

struct Edge next\_edge = graph->edge[i++];

int x = find(subsets, next\_edge.src);

int y = find(subsets, next\_edge.dest);

if (x != y) {

result[e++] = next\_edge;

Union(subsets, x, y);

}

}

printf("Following are the edges in the constructed MST\n");

for (i = 0; i < e; ++i)

printf("%d -- %d == %d\n", result[i].src, result[i].dest, result[i].weight);

return;

}

Output
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Question 6: Implement Shell sort

Code:

#include <stdio.h>

// Function to perform shell sort

void shellSort(int arr[], int n) {

// Start with a big gap, then reduce the gap

for (int gap = n / 2; gap > 0; gap /= 2) {

// Do a gapped insertion sort for this gap size.

// The first gap elements arr[0..gap-1] are already in gapped order

// keep adding one more element until the entire array is gap sorted

for (int i = gap; i < n; i++) {

// add arr[i] to the elements that have been gap sorted

// save arr[i] in temp and make a hole at position i

int temp = arr[i];

// shift earlier gap-sorted elements up until the correct location for arr[i] is found

int j;

for (j = i; j >= gap && arr[j - gap] > temp; j -= gap)

arr[j] = arr[j - gap];

// put temp (the original arr[i]) in its correct location

arr[j] = temp;

}

}

}

// Function to print an array

void printArray(int arr[], int size) {

for (int i = 0; i < size; i++)

printf("%d ", arr[i]);

printf("\n");

}

int main() {

int arr[] = {12, 34, 54, 2, 3};

int n = sizeof(arr) / sizeof(arr[0]);

printf("Array before sorting: \n");

printArray(arr, n);

shellSort(arr, n);

printf("Array after sorting: \n");

printArray(arr, n);

return 0;

}

Output
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Question 7

Given the array of integers written the maximum difference of any pair of numbers such that the larger integer in the pair occurs at higher index of array then the smaller integer returns -1 if you can’t find a pair that satisfies this condition.

Code:

#include <stdio.h>

int maxDifference(int arr[], int size) {

if (size < 2)

return -1; // There must be at least two elements to form a pair

int maxDiff = -1;

int minElement = arr[0];

for (int i = 1; i < size; i++) {

if (arr[i] > minElement) {

int diff = arr[i] - minElement;

if (diff > maxDiff)

maxDiff = diff;

} else {

minElement = arr[i];

}

}

return maxDiff;

}

int main() {

int arr[] = {2, 3, 10, 6, 4, 8, 1};

int size = sizeof(arr) / sizeof(arr[0]);

int max\_diff = maxDifference(arr, size);

if (max\_diff != -1)

printf("Maximum difference satisfying the condition: %d\n", max\_diff);

else

printf("No pair satisfying the condition found. Maximum difference: -1\n");

return 0;

}

Output
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Question 8:

Given n sticks where each stick is of the integer length. A cut operation is performed on stick such that all of them are reduced by length of the smallest stick. Length of the sticks are given, print the number of sticks that are cut in subsequent cut operations.

Code: #include <stdio.h>

#include <stdlib.h>

// Function to find the smallest positive stick length

int find\_min(int arr[], int n) {

int min = \_\_INT\_MAX\_\_;

for (int i = 0; i < n; i++) {

if (arr[i] > 0 && arr[i] < min) {

min = arr[i];

}

}

return min;

}

// Function to perform the cut operations

void cut\_sticks(int arr[], int n) {

int sticks\_cut;

while (1) {

sticks\_cut = 0;

int min = find\_min(arr, n);

// If the smallest stick is zero, all sticks are zero, break the loop

if (min == \_\_INT\_MAX\_\_) {

break;

}

// Perform the cut operation

for (int i = 0; i < n; i++) {

if (arr[i] > 0) {

arr[i] -= min;

sticks\_cut++;

}

}

// Print the number of sticks cut in this operation

printf("%d\n", sticks\_cut);

}

}

int main() {

int n;

// Read the number of sticks

printf("Enter the number of sticks: ");

scanf("%d", &n);

// Allocate memory for the stick lengths array

int \*arr = (int \*)malloc(n \* sizeof(int));

// Read the length of each stick

printf("Enter the lengths of the sticks: ");

for (int i = 0; i < n; i++) {

scanf("%d", &arr[i]);

}

// Perform the cut operations and print the result

cut\_sticks(arr, n);

// Free the allocated memory

free(arr);

return 0;

}

Output:
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Question 9:

Implement infix to postfix conversion

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include <ctype.h>

#define MAX\_SIZE 100

// Stack structure

struct Stack {

int top;

unsigned capacity;

char\* array;

};

// Function to create a stack of given capacity

struct Stack\* createStack(unsigned capacity) {

struct Stack\* stack = (struct Stack\*)malloc(sizeof(struct Stack));

stack->capacity = capacity;

stack->top = -1;

stack->array = (char\*)malloc(stack->capacity \* sizeof(char));

return stack;

}

// Function to check if the stack is full

int isFull(struct Stack\* stack) {

return stack->top == stack->capacity - 1;

}

// Function to check if the stack is empty

int isEmpty(struct Stack\* stack) {

return stack->top == -1;

}

// Function to push an element to the stack

void push(struct Stack\* stack, char item) {

if (isFull(stack))

return;

stack->array[++stack->top] = item;

}

// Function to pop an element from the stack

char pop(struct Stack\* stack) {

if (isEmpty(stack))

return '\0';

return stack->array[stack->top--];

}

// Function to return the top element of the stack without popping it

char peek(struct Stack\* stack) {

if (isEmpty(stack))

return '\0';

return stack->array[stack->top];

}

// Function to check if a character is an operator

int isOperator(char ch) {

return (ch == '+' || ch == '-' || ch == '\*' || ch == '/');

}

// Function to get the precedence of an operator

int precedence(char ch) {

switch (ch) {

case '+':

case '-':

return 1;

case '\*':

case '/':

return 2;

default:

return -1;

}

}

// Function to convert infix expression to postfix expression

void infixToPostfix(char\* infix, char\* postfix) {

struct Stack\* stack = createStack(MAX\_SIZE);

int i, k;

for (i = 0, k = -1; infix[i]; ++i) {

if (isalnum(infix[i])) {

postfix[++k] = infix[i];

} else if (infix[i] == '(') {

push(stack, infix[i]);

} else if (infix[i] == ')') {

while (!isEmpty(stack) && peek(stack) != '(')

postfix[++k] = pop(stack);

if (!isEmpty(stack) && peek(stack) != '(')

return; // Invalid expression

else

pop(stack);

} else {

while (!isEmpty(stack) && precedence(infix[i]) <= precedence(peek(stack)))

postfix[++k] = pop(stack);

push(stack, infix[i]);

}

}

while (!isEmpty(stack))

postfix[++k] = pop(stack);

postfix[++k] = '\0';

}

int main() {

char infix[MAX\_SIZE];

printf("Enter infix expression: ");

fgets(infix, MAX\_SIZE, stdin);

infix[strcspn(infix, "\n")] = '\0'; // Remove newline character from input

char postfix[MAX\_SIZE];

infixToPostfix(infix, postfix);

printf("Postfix expression: %s\n", postfix);

return 0;

}

Output
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Question 10:

Evaluate a given postfix expression

Code:

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include <ctype.h>

#define MAX\_SIZE 100

// Stack structure

struct Stack {

int top;

unsigned capacity;

int\* array;

};

// Function to create a stack of given capacity

struct Stack\* createStack(unsigned capacity) {

struct Stack\* stack = (struct Stack\*)malloc(sizeof(struct Stack));

stack->capacity = capacity;

stack->top = -1;

stack->array = (int\*)malloc(stack->capacity \* sizeof(int));

return stack;

}

// Function to check if the stack is full

int isFull(struct Stack\* stack) {

return stack->top == stack->capacity - 1;

}

// Function to check if the stack is empty

int isEmpty(struct Stack\* stack) {

return stack->top == -1;

}

// Function to push an element to the stack

void push(struct Stack\* stack, int item) {

if (isFull(stack))

return;

stack->array[++stack->top] = item;

}

// Function to pop an element from the stack

int pop(struct Stack\* stack) {

if (isEmpty(stack))

return -1;

return stack->array[stack->top--];

}

// Function to evaluate postfix expression

int evaluatePostfix(char\* postfix) {

struct Stack\* stack = createStack(MAX\_SIZE);

int i;

for (i = 0; postfix[i]; ++i) {

if (isdigit(postfix[i])) {

push(stack, postfix[i] - '0');

} else {

int operand2 = pop(stack);

int operand1 = pop(stack);

switch (postfix[i]) {

case '+':

push(stack, operand1 + operand2);

break;

case '-':

push(stack, operand1 - operand2);

break;

case '\*':

push(stack, operand1 \* operand2);

break;

case '/':

push(stack, operand1 / operand2);

break;

}

}

}

return pop(stack);

}

int main() {

char postfix[MAX\_SIZE];

printf("Enter postfix expression: ");

fgets(postfix, MAX\_SIZE, stdin);

postfix[strcspn(postfix, "\n")] = '\0'; // Remove newline character from input

int result = evaluatePostfix(postfix);

printf("Result of evaluation: %d\n", result);

return 0;

}

Output
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Question 11:

Implement Dijkstra’s Algorithm

Code:

#include <stdio.h>

#include <limits.h>

#define V 6 // Number of vertices in the graph

// Function to find the vertex with the minimum distance value, from the set of vertices not yet included in the shortest path tree

int minDistance(int dist[], int sptSet[]) {

int min = INT\_MAX, min\_index;

for (int v = 0; v < V; v++)

if (sptSet[v] == 0 && dist[v] <= min)

min = dist[v], min\_index = v;

return min\_index;

}

// Function to print the constructed distance array

void printSolution(int dist[]) {

printf("Vertex Distance from Source\n");

for (int i = 0; i < V; i++)

printf("%d \t\t %d\n", i, dist[i]);

}

// Function that implements Dijkstra's algorithm for a graph represented using adjacency matrix representation

void dijkstra(int graph[V][V], int src) {

int dist[V]; // The output array. dist[i] will hold the shortest distance from src to i

int sptSet[V]; // sptSet[i] will be true if vertex i is included in the shortest path tree or shortest distance from src to i is finalized

// Initialize all distances as INFINITE and sptSet[] as false

for (int i = 0; i < V; i++)

dist[i] = INT\_MAX, sptSet[i] = 0;

// Distance of source vertex from itself is always 0

dist[src] = 0;

// Find shortest path for all vertices

for (int count = 0; count < V - 1; count++) {

// Pick the minimum distance vertex from the set of vertices not yet processed.

// u is always equal to src in the first iteration.

int u = minDistance(dist, sptSet);

// Mark the picked vertex as processed

sptSet[u] = 1;

// Update dist value of the adjacent vertices of the picked vertex.

for (int v = 0; v < V; v++) {

// Update dist[v] only if it is not in sptSet, there is an edge from u to v, and the total weight of path from src to v through u is smaller than current value of dist[v]

if (!sptSet[v] && graph[u][v] && dist[u] != INT\_MAX && dist[u] + graph[u][v] < dist[v])

dist[v] = dist[u] + graph[u][v];

}

}

// Print the constructed distance array

printSolution(dist);

}

int main() {

// Graph representation using adjacency matrix

int graph[V][V] = {

{0, 7, 0, 5, 0, 0},

{7, 0, 8, 9, 7, 0},

{0, 8, 0, 0, 5, 0},

{5, 9, 0, 0, 15, 6},

{0, 7, 5, 15, 0, 8},

{0, 0, 0, 6, 8, 0}

};

// Source vertex

int src = 0;

// Run Dijkstra's algorithm

dijkstra(graph, src);

return 0;

}

Output
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Question 12:

Implement Floyd Warshall Algorithm

Code:

#include <stdio.h>

#include <limits.h>

#define V 4 // Number of vertices in the graph

// Function to print the solution matrix

void printSolution(int dist[][V]) {

printf("Shortest distances between every pair of vertices:\n");

for (int i = 0; i < V; i++) {

for (int j = 0; j < V; j++) {

if (dist[i][j] == INT\_MAX)

printf("INF\t");

else

printf("%d\t", dist[i][j]);

}

printf("\n");

}

}

// Function to implement Floyd-Warshall algorithm for a graph represented using adjacency matrix representation

void floydWarshall(int graph[][V]) {

int dist[V][V]; // Output matrix that will have the shortest distances between every pair of vertices

// Initialize the solution matrix with the same values as the input graph

for (int i = 0; i < V; i++) {

for (int j = 0; j < V; j++) {

dist[i][j] = graph[i][j];

}

}

// Update dist[][] to include the shortest path from every pair of vertices

for (int k = 0; k < V; k++) {

// Pick all vertices as source one by one

for (int i = 0; i < V; i++) {

// Pick all vertices as destination for the above picked source

for (int j = 0; j < V; j++) {

// If vertex k is on the shortest path from i to j, then update the value of dist[i][j]

if (dist[i][k] != INT\_MAX && dist[k][j] != INT\_MAX && dist[i][k] + dist[k][j] < dist[i][j]) {

dist[i][j] = dist[i][k] + dist[k][j];

}

}

}

}

// Print the solution matrix

printSolution(dist);

}

int main() {

// Graph representation using adjacency matrix

int graph[V][V] = {

{0, 5, INT\_MAX, 10},

{INT\_MAX, 0, 3, INT\_MAX},

{INT\_MAX, INT\_MAX, 0, 1},

{INT\_MAX, INT\_MAX, INT\_MAX, 0}

};

// Run Floyd-Warshall algorithm

floydWarshall(graph);

return 0;

}

Output
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